1. **Delivery Time:**

> df <- read.csv("delivery\_time.csv")

> View(df)

> #EDA

> boxplot(df$Sorting.Time)

> boxplot(df$Delivery.Time)

> plot(df$Sorting.Time, df$Delivery.Time, main = "Scatter Plot")

> cor(df$Sorting.Time,df$Delivery.Time)

[1] 0.8259973

> summary(df)

Delivery.Time Sorting.Time

Min. : 8.00 Min. : 2.00

1st Qu.:13.50 1st Qu.: 4.00

Median :17.83 Median : 6.00

Mean :16.79 Mean : 6.19

3rd Qu.:19.75 3rd Qu.: 8.00

Max. :29.00 Max. :10.00

> is.na(df)

Delivery.Time Sorting.Time

[1,] FALSE FALSE

[2,] FALSE FALSE

[3,] FALSE FALSE

[4,] FALSE FALSE

[5,] FALSE FALSE

[6,] FALSE FALSE

[7,] FALSE FALSE

[8,] FALSE FALSE

[9,] FALSE FALSE

[10,] FALSE FALSE

[11,] FALSE FALSE

[12,] FALSE FALSE

[13,] FALSE FALSE

[14,] FALSE FALSE

[15,] FALSE FALSE

[16,] FALSE FALSE

[17,] FALSE FALSE

[18,] FALSE FALSE

[19,] FALSE FALSE

[20,] FALSE FALSE

[21,] FALSE FALSE

> #Linear Regression Model

> model <- lm(Delivery.Time~Sorting.Time, data=df)

> summary(model)

Call:

lm(formula = Delivery.Time ~ Sorting.Time, data = df)

Residuals:

Min 1Q Median 3Q Max

-5.1729 -2.0298 -0.0298 0.8741 6.6722

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) 6.5827 1.7217 3.823 0.00115 \*\*

Sorting.Time 1.6490 0.2582 6.387 3.98e-06 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 2.935 on 19 degrees of freedom

Multiple R-squared: 0.6823, Adjusted R-squared: 0.6655

F-statistic: 40.8 on 1 and 19 DF, p-value: 3.983e-06

> model$residuals

1 2 3 4 5 6 7

-2.07293294 0.32118644 3.27314665 2.57608696 5.92706706 -1.12685335 0.87412675

8 9 10 11 12 13 14

-2.02979366 -5.17293294 -2.67391304 0.05510685 -2.42881356 -1.44587325 -0.02979366

15 16 17 18 19 20 21

0.50020634 1.70118644 -2.72685335 -0.01587325 -1.88077377 -0.29587325 6.67216654

> predict(model, data.frame(Sorting.Time=c(10,9,8,7,6,5,4)))

1 2 3 4 5 6 7

23.07293 21.42391 19.77489 18.12587 16.47685 14.82783 13.17881

#log transformation

> cor(log(df$Sorting.Time),df$Delivery.Time)

[1] 0.8339325

> reg\_log <- lm(Delivery.Time~log(Sorting.Time), data=df)

> summary(reg\_log)

Call:

lm(formula = Delivery.Time ~ log(Sorting.Time), data = df)

Residuals:

Min 1Q Median 3Q Max

-4.0829 -2.0133 -0.1965 0.9351 7.0171

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) 1.160 2.455 0.472 0.642

log(Sorting.Time) 9.043 1.373 6.587 2.64e-06 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 2.873 on 19 degrees of freedom

Multiple R-squared: 0.6954, Adjusted R-squared: 0.6794

F-statistic: 43.39 on 1 and 19 DF, p-value: 2.642e-06

> reg\_log$residuals

1 2 3 4 5 6 7

-0.9829125 -0.1965166 2.3866948 2.9699062 7.0170875 -2.0133052 0.2426465

8 9 10 11 12 13 14

-1.5948887 -4.0829125 -2.2800938 -0.1349331 -2.9465166 -2.0773535 0.4051113

15 16 17 18 19 20 21

0.9351113 1.1834834 -3.6133052 -0.6473535 0.5718999 -0.9273535 5.7855040

> predict(reg\_log,data.frame(Sorting.Time=c(10,9,8,7,6,5,4)))

1 2 3 4 5 6 7

21.98291 21.03009 19.96493 18.75735 17.36331 15.71450 13.69652

#exponential transformation

> reg\_exp <- lm(log(Delivery.Time)~Sorting.Time, data=df)

> summary(reg\_exp)

Call:

lm(formula = log(Delivery.Time) ~ Sorting.Time, data = df)

Residuals:

Min 1Q Median 3Q Max

-0.29209 -0.13364 0.02065 0.08421 0.41892

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) 2.12137 0.10297 20.601 1.86e-14 \*\*\*

Sorting.Time 0.10555 0.01544 6.836 1.59e-06 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 0.1755 on 19 degrees of freedom

Multiple R-squared: 0.7109, Adjusted R-squared: 0.6957

F-statistic: 46.73 on 1 and 19 DF, p-value: 1.593e-06

> reg\_exp$residuals

1 2 3 4 5 6

-0.132365397 0.059111439 0.228472049 0.106717594 0.190407996 -0.023565969

7 8 9 10 11 12

0.084205939 -0.186734850 -0.292087121 -0.140142484 0.021411304 -0.168672492

13 14 15 16 17 18

-0.046022644 0.004320387 0.049376881 0.156439783 -0.133642618 0.036231231

19 20 21

-0.253033509 0.020649391 0.418923091

> predict(reg\_exp,data.frame(Sorting.Time=c(10,9,8,7,6,5,4)))

1 2 3 4 5 6 7

3.176888 3.071336 2.965785 2.860233 2.754681 2.649130 2.543578

#polynomial transformation

> cor(df$Sorting.Time\*df$Sorting.Time,df$Delivery.Time)

[1] 0.7939063

> reg\_poly <- lm(Delivery.Time~Sorting.Time+I(Sorting.Time^2), data=df)

> summary(reg\_poly)

Call:

lm(formula = Delivery.Time ~ Sorting.Time + I(Sorting.Time^2),

data = df)

Residuals:

Min 1Q Median 3Q Max

-4.4324 -1.6951 -0.5365 0.9075 6.6676

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) 3.5222 4.1597 0.847 0.4082

Sorting.Time 2.8130 1.4608 1.926 0.0701 .

I(Sorting.Time^2) -0.0932 0.1151 -0.810 0.4286

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 2.962 on 18 degrees of freedom

Multiple R-squared: 0.6934, Adjusted R-squared: 0.6594

F-statistic: 20.36 on 2 and 18 DF, p-value: 2.391e-05

> predict(reg\_poly)

1 2 3 4 5 6 7 8

22.332430 13.283069 17.045108 21.290194 22.332430 17.045108 18.646533 11.122455

9 10 11 12 13 14 15 16

22.332430 21.290194 20.061562 13.283069 18.646533 11.122455 11.122455 13.283069

17 18 19 20 21

17.045108 18.646533 8.775444 18.646533 15.257287

> reg\_poly$residuals

1 2 3 4 5 6 7

-1.3324296 0.2169308 2.7048917 2.7098061 6.6675704 -1.6951083 0.3534667

8 9 10 11 12 13 14

-1.6224550 -4.4324296 -2.5401939 -0.2315618 -2.5330692 -1.9665333 0.3775450

15 16 17 18 19 20 21

0.9075450 1.5969308 -3.2951083 -0.5365333 -0.7754444 -0.8165333 6.2427130

> predict(reg\_poly, data.frame(Sorting.Time=c(10,9,8,7,6,5,4)))

1 2 3 4 5 6 7

22.33243 21.29019 20.06156 18.64653 17.04511 15.25729 13.28307

#cubic transformation

> cor(df$Sorting.Time^3,df$Delivery.Time)

[1] 0.7540763

> reg\_poly3 <- lm(Delivery.Time~Sorting.Time+I(Sorting.Time^2)+I(Sorting.Time^3), data=df)

> summary(reg\_poly3)

Call:

lm(formula = Delivery.Time ~ Sorting.Time + I(Sorting.Time^2) +

I(Sorting.Time^3), data = df)

Residuals:

Min 1Q Median 3Q Max

-4.8972 -1.7972 -0.1601 0.8077 6.2028

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) -4.15818 10.98653 -0.378 0.710

Sorting.Time 7.50248 6.37003 1.178 0.255

I(Sorting.Time^2) -0.92525 1.10553 -0.837 0.414

I(Sorting.Time^3) 0.04446 0.05874 0.757 0.460

Residual standard error: 2.998 on 17 degrees of freedom

Multiple R-squared: 0.7034, Adjusted R-squared: 0.6511

F-statistic: 13.44 on 3 and 17 DF, p-value: 9.586e-05

> reg\_poly3$residuals

1 2 3 4 5 6 7

-1.7972404 -0.3928561 2.5999522 3.1730001 6.2027596 -1.8000478 0.7298599

8 9 10 11 12 13 14

-1.7222837 -4.8972404 -2.0769999 0.4231213 -3.1428561 -1.5901401 0.2777163

15 16 17 18 19 20 21

0.8077163 0.9871439 -3.4000478 -0.1601401 0.4985883 -0.4401401 5.7201347

> predict(reg\_poly3,data.frame(Sorting.Time=c(10,9,8,7,6,5,4)))

1 2 3 4 5 6 7

22.79724 20.82700 19.40688 18.27014 17.15005 15.77987 13.89286

1. **Salary Hike:**

df <- read.csv("Salary\_Data.csv")  
View(df)

#EDA  
boxplot(df$YearsExperience)  
![](data:image/png;base64,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)

boxplot(df$Salary)  
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plot(df$YearsExperience, df$Salary, main="Scatter Plot")  
![](data:image/png;base64,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)

#Linear Regression Model  
model <- lm(Salary~YearsExperience, data=df)  
summary(model)  
Call:  
lm(formula = Salary ~ YearsExperience, data = df)

Residuals:  
 Min 1Q Median 3Q Max   
-7958.0 -4088.5 -459.9 3372.6 11448.0

Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 25792.2 2273.1 11.35 5.51e-12 \*\*\*  
YearsExperience 9450.0 378.8 24.95 < 2e-16 \*\*\*  
---  
Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1  
Residual standard error: 5788 on 28 degrees of freedom  
Multiple R-squared: 0.957, Adjusted R-squared: 0.9554   
F-statistic: 622.5 on 1 and 28 DF, p-value: < 2.2e-16

> predict(model,data.frame(YearsExperience=c(1.5,2.2,3.3,4.9)))  
 1 2 3 4

39967.14 46582.12 56977.08 72097.02

#log transformation  
> reg\_log <- lm(Salary~log(YearsExperience), data=df)  
> summary(reg\_log)

Call:  
lm(formula = Salary ~ log(YearsExperience), data = df)

Residuals:  
 Min 1Q Median 3Q Max   
-15392.6 -7523.0 559.7 6336.1 20629.8

Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 14928 5156 2.895 0.00727 \*\*   
log(YearsExperience) 40582 3172 12.792 3.25e-13 \*\*\*  
---  
Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 10660 on 28 degrees of freedom  
Multiple R-squared: 0.8539, Adjusted R-squared: 0.8487   
F-statistic: 163.6 on 1 and 28 DF, p-value: 3.25e-13

> reg\_log$residuals  
 1 2 3 4 5 6 7   
 20547.1517 20629.7648 6348.4481 467.7377 -7034.1389 -1494.0501 638.1576   
 8 9 10 11 12 13 14   
 -7685.9439 2314.0561 -10833.7185 -6941.1059 -15392.5528 -14229.5528 -15107.6281   
 15 16 17 18 19 20 21   
-14855.4226 -11484.2957 -15016.7917 481.1701 -5596.0667 6298.8670 -982.5021   
 22 23 24 25 26 27 28   
 3800.4853 2496.6286 13494.0813 6711.0792 1486.2869 10679.1316 5920.1854   
 29 30   
 12819.9928 11520.5459

> predict(reg\_log,data.frame(YearsExperience=c(1.5,2.2,3.3,4.9)))  
 1 2 3 4   
31382.55 46925.14 63379.72 79422.30

#exponential transformation  
> plot(df$YearsExperience,log(df$Salary))  
> cor(df$YearsExperience,log(df$Salary))  
[1] 0.9653844  
> reg\_exp <- lm(log(Salary)~YearsExperience, data=df)  
> summary(reg\_exp)

Call:  
lm(formula = log(Salary) ~ YearsExperience, data = df)

Residuals:  
 Min 1Q Median 3Q Max   
-0.18949 -0.06946 -0.01068 0.06932 0.19029

Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 10.507402 0.038443 273.33 <2e-16 \*\*\*  
YearsExperience 0.125453 0.006406 19.59 <2e-16 \*\*\*  
---  
Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 0.09789 on 28 degrees of freedom  
Multiple R-squared: 0.932, Adjusted R-squared: 0.9295   
F-statistic: 383.6 on 1 and 28 DF, p-value: < 2.2e-16

> reg\_exp$residuals  
 1 2 3 4 5 6   
-0.065326727 0.070352644 -0.157343914 -0.077216910 -0.189492239 0.073290763   
 7 8 9 10 11 12   
 0.120836157 -0.003904845 0.164716284 -0.017460736 0.057676185 -0.079791838   
 13 14 15 16 17 18   
-0.059161577 -0.069532152 -0.051492737 0.004229750 -0.049362313 0.155353356   
 19 20 21 22 23 24   
 0.059101960 0.190292327 0.066210424 0.097387189 0.027381712 0.106187655   
 25 26 27 28 29 30   
 0.004207459 -0.069234719 -0.029540123 -0.079841852 -0.084590539 -0.113930641   
> predict(reg\_exp,data.frame(YearsExperience=c(1.5,2.2,3.3,4.9)))  
 1 2 3 4   
10.69558 10.78340 10.92140 11.12212   
#polynomial transformation  
> plot(df$YearsExperience\*df$YearsExperience, df$Salary, main='Scatter Plot')  
> cor(df$YearsExperience\*df$YearsExperience, df$Salary)  
[1] 0.9567235  
> reg\_poly <- lm(Salary~YearsExperience+I(YearsExperience^2), data=df)  
> summary(reg\_poly)

Call:  
lm(formula = Salary ~ YearsExperience + I(YearsExperience^2),   
 data = df)  
  
Residuals:  
 Min 1Q Median 3Q Max   
 -7835 -4026 -493 3309 11579

Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 26214.93 4554.67 5.756 4.04e-06 \*\*\*  
YearsExperience 9259.28 1811.01 5.113 2.25e-05 \*\*\*  
I(YearsExperience^2) 16.39 152.12 0.108 0.915   
---  
Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 5893 on 27 degrees of freedom  
Multiple R-squared: 0.957, Adjusted R-squared: 0.9538   
F-statistic: 300.3 on 2 and 27 DF, p-value: < 2.2e-16

> reg\_poly$residuals  
 1 2 3 4 5 6 7   
 2923.02004 7925.29483 -2409.74178 -1274.07072 -6773.69725 3437.28256 6009.68256   
 8 9 10 11 12 13 14   
-1567.50100 8432.49900 -3509.69730 642.52923 -7720.34929 -6557.34929 -7372.55566   
 15 16 17 18 19 20 21   
-7102.65964 -4041.00925 -7834.65116 7338.39553 -52.33285 11579.23161 1801.94462   
 22 23 24 25 26 27 28   
 5490.80245 915.66454 10568.70328 1419.54415 -5294.28554 1311.44127 -3979.79692   
 29 30   
 -933.64409 -3372.69394   
> predict(reg\_poly, data.frame(YearsExperience=c(1.5,2.2,3.3,4.9)))  
 1 2 3 4   
40140.74 46664.70 56949.08 71979.01   
#cubic transformation  
> plot((df$YearsExperience^3), df$Salary, main="Scatter Plot")  
> cor(df$YearsExperience^3,df$Salary)  
[1] 0.9133658  
> reg\_poly3 <- lm(Salary~YearsExperience+I(YearsExperience^2)+I(YearsExperience^3), data=df)  
> summary(reg\_poly3)

Call:  
lm(formula = Salary ~ YearsExperience + I(YearsExperience^2) +   
 I(YearsExperience^3), data = df)

Residuals:  
 Min 1Q Median 3Q Max   
 -7468 -4286 -1100 2639 10412

Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 38863.07 7214.75 5.387 1.21e-05 \*\*\*  
YearsExperience -718.71 4892.11 -0.147 0.8843   
I(YearsExperience^2) 2099.35 968.36 2.168 0.0395 \*   
I(YearsExperience^3) -122.92 56.52 -2.175 0.0389 \*   
---  
Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 5524 on 26 degrees of freedom  
Multiple R-squared: 0.9636, Adjusted R-squared: 0.9594   
F-statistic: 229.4 on 3 and 26 DF, p-value: < 2.2e-16

> reg\_poly3$residuals  
 1 2 3 4 5 6 7   
-1106.1080 4998.3895 -4362.7116 -1314.7395 -6242.9734 5205.4167 7867.6021   
 8 9 10 11 12 13 14   
 412.1234 10412.1234 -1528.9444 2517.9673 -5917.2828 -4754.2828 -5654.0203  
 15 16 17 18 19 20 21   
-5829.0938 -3347.9653 -7467.9504 7362.5647 -1093.8886 10362.2381 -663.3491   
 22 23 24 25 26 27 28   
 2677.2051 -2301.7374 7453.5384 -1139.0884 -7254.8667 851.7483 -4057.0544   
 29 30   
 2523.3688 1391.7709   
> predict(reg\_poly3,data.frame(YearsExperience=c(1.5,2.2,3.3,4.9)))  
 1 2 3 4   
42093.71 46133.97 54936.07 71285.97